**Laborationsrapport**

Moment 1 – Versionshantering & GIT

*VT2022 DT093 Datateknik GR (B), PHP, 7,5 hp (distans)*

**Författare: Natalie Salomons Frick,** [**nasa2104@student.miun.se**](mailto:nasa2104@student.miun.se) **Termin, år: HT, 2022**

![](data:image/png;base64,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)

# Sammanfattning

This report answers specific questions regarding the usage of GIT.

Specifically, it contains explanations and usage of the following terms:

* Workspace
* Staging area
* Local repository
* Remote repository
* Branch
* Merge

And commands:

* git config
* git init
* git status
* git add
* git commit
* git push
* git checkout
* git pull
* git merge
* git fetch
* git log

A special case regarding how to ignore files that should not be cataloged/indexed is also included.
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# Frågor

## Förklara följande begrepp:

### Workspace

The workspace is the set of directories that hold the files of the product/programs. It is the working area, sometimes called working tree. Consider a library, the workspace would be all the shelves containing the books [files][1].

### Staging area

The staging area contains the files being worked on. It is a temporary storage of current files being worked on. So, back to the the library, a specific book(s) is taken down from the shelves over to a table and to be read. These files are assigned out of the workspace and updated. The files in the staging area are the files being worked on. GIT knows which files these are because either they have recently been committed to or have been checked out of the repository [1].

### Local repository

The repository is the place which contains all the commits. It like a backup of your files held within the workspace/git directory stored safely away. Once changes have been made to file which the developer is happy with and want to keep, then that file is then saved to the repository. So, if you think of this library we are working in, we have the shelves of books, the tables for working and there is also a room with a door, also having shelves of book, duplicates of some of the books elsewhere in the library. This room is the repository. With every new version of a file, the developer can choose to place a copy in the repository, as a backup [1].

Local repository is the repository located on your computer. Only people with access to the computer has access to the files. Access to the internet is not required.

### Remote repository

Remote repository is the repository located in an online- cloud (or server). Can be accessed from any computer. Files can be shared easily for collaboration. Access to the internet is required.

### Branch

Branching allows several people to work on the same file at the same time but not overriding the others contribution. When the files are then saved again (committed/pushed) to the remote repository/directory, two versions are saved, along with the information of who made the changes and what changes (via the message provided by the person making the changes). These files then need to be merged, combining all the changes [2].

### Merge

Merging files takes several versions of the same files and merge the documents, creating a single document with all the updates and changes within. If there is duplicate code or conflicting code, GIT will warn the user before merging the files. GIT can enable developers to verify changes of each “branch” for potential conflicts [3][2].

## Beskriv följande kommandon (vad de gör, hur de fungerar etcetera):

### git config

The command git-config allows the user to get and set options for the repository. With this command the user can search, set, replace, or unset different options. Below is the code with several options that can be used with the command [4].

**git config** [<file-option>] [--type=<type>] [--fixed-value]

[--show-origin] [--show-scope] [-z|--null] name

[value [value-pattern]]

### git init

The command git-init is used to create an empty GIT repository/directory with subdirectories for objects, heads and tags. It can also be used to reinitialize an existing one. Below is the code with several options that can be used with the command [5].

**git init** [-q | --quiet] [--bare] [--template=<template\_directory>]

### git status

This command allows the user to see the status of the working tree or a summary of files with changes that are ready to (or should) be added. Below is the code with several options that can be used with the command [6].

**git status** [<options>…​] [--] [<pathspec>…​]

### git add

git add is the command used to add file contents to the index, i.e., the temporary storage of the staging area. To work on a file, it needs to be moved/added to the staging area. This is how git knows which files are being worked on. Below is the code with several options that can be used with the command. . For example, the command git add –-update will update the repository with only new versions of the files already existing and hop over any new files [7].

**git add** [--edit | -e] [--update | -u]] [--refresh]

[--ignore-errors] [--ignore-missing] [--renormalize]

### git commit

Once the files to be added are specified [git add] the command git commit records these changes to the repository, i.e., saves or uploads new files (if specified) or replaces existing files with newer versions. Below is the code with several options that can be used with the command. If the command has been executed but immediately after it is regretted due to finding a mistake, the commit can be recovered by using the command git reset [8].

**git commit** [-a | --interactive | --patch] [-s] [-v] [--dry-run]

[-F <file> | -m <msg>] [--allow-empty-message]

[--no-verify] [-e] [--author=<author>] [--date=<date>]

### git push

The command git push updates remote repositories using the local repository. Below is the code with several options that can be used with the command [9].

**git push** [--all | --mirror | --tags] [--follow-tags]

[--repo=<repository>] [-f | --force] [-d | --delete]

### git checkout

The command git checkout one can check out, get, or download, files to the workspace and thus updating the existing version with the checked-out version. Below is the code with several options that can be used with the command. If working on a specific branch, then that can be specified in the checkout command [10].

**git checkout** [-q] [-f] [-m] [<branch>]

### git pull

Two people are working on the same file, thus on different branches. Person 1 wants to get the changes person 2 made in their version of the file. Using the command git pull this is possible. The command gets a specific file from a specific branch (the given parameters) and then merges it with the specified file. Before this command is run, it is recommended to run a git commit command (to save a backup) just in case problems arise and a step backwards needs to occur. Below is the code with several options that can be used with the command [11].

**git pull** [<options>] [<repository> [<refspec>…​]]

### git merge

The command git merge joins files together into one. It incorporates changes from the specified files/commits into the file in the current branch creating a new file which has all current code from the branches specified, including in the log a description of changes.

If a merge has been run, but conflicts arise the command git merge –abort will try to reconstruct the (committed/backed up) pre-merge state.

Below is the code with several options that can be used with the command [12].

**git merge** [-n] [--stat] [--commit] [--no-commit] [--[no-]edit]

### git fetch

git fetch allows downloading of objects and files from other repositories. Below is the code with several options that can be used with the command [13].

**git fetch** [<options>] [<repository> [<refspec>…​]]

### git log

All past changes, updates, commits, and messages are saved in a log following the parent branch. To view the log, use the command git log. The log is shown in reverse chronological order.

For example, the command:

$ git log foo bar ^baz

Can be phrased “list all commits reachable from foo or bar, but not baz”.

Below is the code with several options that can be used with the command [14].

**git log** [<options>] [<revision range>] [[--] <path>…​]

## Specialfall: beskriv hur går vi tillväga för att ignorera visa filer eller kataloger att indexeras med Git?

All files that are being worked on have been added to the staging area with the command git add. When changes are complete and there are new versions, these files needed to be added back into the repository. This is done by the command git commit, which basically says, save these versions as backup as a new version.

Git commit command automatically indexes all files in the staging area. To specify which files shall not be indexed or committed to the repository the create a file in the directory and name it “.gitignore”. This file will hold all the files or catalogues that should be ignored during indexing. [15]

## Vilket kommando behöver jag använda i terminalen / kommando-prompten för att klona ditt repository till min dator?

Log into GIT and find the repository you wish to clone. Click on the green button CODE with a down arrow. Copy the link.

In the terminal, use the following to clone:

$ git clone <source link> <destination address>

Note: the destination address will be created during the cloning process.

For example, if I was going to clone my repository php to my local drive and wish to place it in the directory php (which does not yet exist).

Source link: <https://github.com/nataliefrick/php.git>

Destination address: C:\Users\natal\OneDrive\Desktop\php

$ git clone https://github.com/nataliefrick/php.git C:\Users\natal\OneDrive\Desktop\php

# Slutsatser

Git is a useful tool to implement into the coding process. How many times have you worked and updated code in a project and everything is going well, until something happens and now nothing works as it should? And you don’t know what happened. All you want to do is take two steps back to where everything was working. But you can’t because those files have been overwritten during the saving process. So now you are stuck.

Using git is like using a backup system. All files get backed up periodically and then when you run into that problem, going two steps back is easy because all that is required is pulling those files.

It also helps when collaborating with others. Everyone can work on the same file simultaneously and then these files and changes can then be merged. Git even notes potential conflicts before the merge to be addressed.

It is a great system to incorporate into the project process.
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